### .Net Core 依赖注入实现原理-基本特性

相对.Net Framework来说，.Net Core的优势就是跨平台和模块化。其实软件多多少少都会采用模块化的方式来设计，只是.Net Core更加激进一点。.Net Core的所有组件都是细粒度的，采用Nuget包的形式发布。MS几乎完全重写了原先的.Net，并且鼓励开发人员采用以前不常用的开发理念，比这里要说的依赖注入（ID），它在Asp.Net Core里被作为最基础组件来使用。

MS开发的这个轻量级的依赖注入组件，包名为：

Microsoft.Extensions.DependencyInjection

Guthub地址：<https://github.com/aspnet/DependencyInjection>

虽然托管在ASP.NET Core 相关的项目集下面，但是它其实是独立的。说到DI，肯定会想起另一个名字：IoC（控制反转）。对于IoC的理解以及它和ID的关系，可以参考蒋金楠同样关于这个依赖注入组件讲解的系列博客：

IoC：<http://www.cnblogs.com/artech/p/asp-net-core-di-ioc.html>

DI：<http://www.cnblogs.com/artech/p/asp-net-core-di-di.html>

我之前一直以为IoC和ID就是同一个东西的两个不同叫法而已，它们确实很像，现在发现可能错了。蒋大大把“控制反转”理解成：对于“流程的控制”的转移。它是一种设计原则。而DI是IoC的一种实现模式。具体的可以查看上面两篇博客。

读一个项目的源码其实需要方法，一上来就看代码难免找不着北。我自己一般都是先掌握它的基本使用方法，了解它的特性，然后以调试的方式多走几遍流程，等到对里面实现方式有了大概的理解之后，如果这时候想更清楚一点，读代码相对来说就会轻松很多。所以一般讲原理的东西先从基本的使用开始讲（蒋大大一直是这么做的）。这篇文章里的内容和蒋大大博客里的内容大致相同，除此之外加入了我自己的一些总结，对其中有些内容，比如生命周期管理讲得更详细一些。没有站在大牛的肩膀上，很多东西还要自己去琢磨和理解。

进入正题。

1. 接口

这个默认的依赖注入实现主要由下面两个接口暴露功能：

IServiceProvidor：客户端最终调用它来请求对应的服务实现（这个接口在System命名空间下，不属于ID这个组件）；

IServiceCollection：客户端通过它注册服务；

说明：这里的“服务”，具体是指：封装了相关功能的类或对象。

1. 使用方法

构造一个IServiceCollection对象，通过它的一系列扩展方法注册服务，调用IServiceCollection的扩展方法BuildServiceProvider获得IServiceProvidor对象，最后调用IServiceProvidor的GetService方法获得具体的服务对象。

1. 基本特性

之后的代码例子需要的接口（服务）和类（服务实现）：

服务：

public interface IFoo { }

public interface IBar { }

public interface IBiz { }

public interface IGux { }

服务实现：

public class Foo : Base, IFoo { }

public class Foo2 : Base, IFoo { }

public class Bar : Base, IBar { }

public class Biz : Base, IBiz { }

public class Gux : Base, IGux { }

服务基类（封装公共代码）：

public class Base : IDisposable

{

public Base()

{

Console.WriteLine($"Created: {this.GetType()}");

}

public void Dispose()

{

Console.WriteLine($"Disposed: {this.GetType()}");

}

}

1. 服务的注册及获取

此实现给IServiceCollection这个接口扩展了许多扩展方法，可分为三组，分别对应服务的三种生命周期（生命周期管理后面会说到，这里先大概理解）：

AddTransient：注册瞬态服务，即后续每次获取都创建一个新的服务对象；

AddScoped：注册具有作用域的服务，即在一定的作用于范围内获取到服务是同一个对象；

AddSingleton：注册单例的服务，即每次获取的都是同一个服务对象；

如下代码注册机获取服务：

IServiceProvider provider = new ServiceCollection()

.AddTransient<IFoo, Foo>()

.AddScoped<IBar, Bar>()

.AddSingleton<IBiz, Biz>()

.BuildServiceProvider();

IFoo foo = provider.GetService<IFoo>();

IBar bar = provider.GetService<IBar>();

IBiz biz = provider.GetService<IBiz>();

IBiz biz2 = provider.GetService<IBiz>();

Console.WriteLine(foo);

Console.WriteLine(bar);

Console.WriteLine(biz);

Console.WriteLine($"biz == biz2:{ ReferenceEquals(biz, biz2)}");

输出为：

Created: DependencyInjectionDemo.Foo

Created: DependencyInjectionDemo.Bar

Created: DependencyInjectionDemo.Biz

DependencyInjectionDemo.Foo

DependencyInjectionDemo.Bar

DependencyInjectionDemo.Biz

biz == biz2:True

针对每种生命周期，IServiceCollection提供了不同的重载，主要区别是创建服务对象的方式不同：

提供服务实现类的Type对象：运行时通过反射创建服务对象；

提供服务实现类的对象：运行时直接返回这个对象，只能用于单例的情况；

提供一个创建服务对象的委托：运行时调该委托创建服务对象；

具体代码如下：

IServiceProvider provider = new ServiceCollection()

.AddSingleton<IFoo, Foo>() // 提供类型

.AddSingleton<IFoo>(\_ => new Foo()) // 提供委托

.AddSingleton<IFoo>(new Foo()) // 提供服务对象

.BuildServiceProvider();

1. 对泛型的支持

这里的泛型其实是指开放类型（未指定泛型参数的类型模板），比如：

IEnumerable<>,IDictionary<,>。具体使用如下面的代码：、

IServiceProvider provider = new ServiceCollection()

.AddTransient(typeof(IGeneric<,>), typeof(Generic<,>))

.BuildServiceProvider();

Console.WriteLine(provider.GetService<IGeneric<IFoo, IBar>>());

上面获取到的服务类型是Generic<IFoo, IBar>，可见获取的服务实现类型其实就是：拿IGeneric<IFoo, IBar>的两个泛型参数，以Generic<,>为模板创建的类型。

注意：

1. 这里的AddTransient之所以没有用泛型版本，是因为泛型参数必须是封闭类型，所以这里把类型信息作为参数传递进去；
2. 注册的时候，服务类型（IGeneric<,>）和服务实现类型（Generic<,>）必须都是开放类型，而且泛型参数数目要相同；
3. 获取服务的时候指定一个封闭类型（IGeneric<IFoo, IBar>），并且它对应的开放类型（IGeneric<,>）必须和注册时的服务类型（IGeneric<,>）相同；
4. 注册的服务类型（IGeneric<,>）和服务实现类型（Generic<,>）不一定要有继承关系，比如上面的IGeneric<,>和Generic<,>并没有继承关系，但是实际得到的服务实现类型（Generic<IFoo, IBar>）必须和获取时指定的服务类型（IGeneric<IFoo, IBar>）有继承关系；
5. 多次注册相同的服务

“相同的服务”是指：注册时的服务类型相同。具体包括下面几种情况：

生命周期相同，服务实现类型不同；

生命周期不同，服务实现类型相同；

生命周期不同，服务实现类型也不同；

无论是上面那种情况，获取服务时，以最后一次注册的为准。如下面的测试代码：

IServiceProvider provider = new ServiceCollection()

.AddTransient<IFoo, Foo>()

.AddTransient<IFoo, Foo2>()

.AddSingleton<IFoo, Foo>()

.BuildServiceProvider();

IFoo foo1 = provider.GetService<IFoo>();

IFoo foo2 = provider.GetService<IFoo>();

Console.WriteLine($"foo1: {foo1.GetType()}");

Console.WriteLine($"foo1 == foo2: {ReferenceEquals(foo1, foo2)}");

上面代码输出：

Created: DependencyInjectionDemo.Foo

foo1 == foo2: True

为了获取到注册的所有服务实现，可以调用IServiceProvider的GetServices扩展方法，比如上面的例子要获取IFoo对应的所有的服务实现可以这样：

foreach (var foo in provider.GetServices<IFoo>())

{

}

上面的代码输出：

Created: DependencyInjectionDemo.Foo

Created: DependencyInjectionDemo.Foo2

Created: DependencyInjectionDemo.Foo

4.注入方式

服务之间往往存在相互依赖，比如服务IA有一个服务类型为IB的属性B，那么获取服务IA时，服务容器应该要负责初始化IA的属性B。这个初始化过程就是（属性）注入，注入的方式一般有构造器注入，属性注入和方法注入。此实现只支持构造器注入。比如我修改类型Gux给他添加一个构造器：

public class Gux : Disposable, IGux

{

public Gux(IFoo foo)

{

Console.WriteLine("Gux(IFoo)");

}

}

然后注册并获取服务IGux：

new ServiceCollection()

.AddTransient<IFoo, Foo>()

.AddTransient<IGux, Gux>()

.BuildServiceProvider()

.GetService<IGux>();

上面的代码输出：

Created: DependencyInjectionDemo.Foo

Created: DependencyInjectionDemo.Gux

Gux(IFoo)

可见服务容器自动调用了Gux的构造器，传入了已事先创建好的IFoo服务对象。

5.构造器选择策略

上面说到，服务容器默认通过构造器的方式来创建服务实例，它所选择的构造器必须满足下面两个条件：

1.服务容器必须能够提供所有的参数；

2.在满足条件1的所有构造器中，选出一个参数最多的，所有其他构造函数的参数类型列表都是该构造函数参数类型列表的子集；

如果不满足上面2个条件，就抛InvalidOperationException异常。

为了证实这两点，先修改Gux类：

public class Gux : Disposable, IGux

{

public Gux(IFoo foo)

{

Console.WriteLine("Gux(IFoo)");

}

public Gux(IFoo foo, IBar bar)

{

Console.WriteLine("Gux(IFoo, IBar)");

}

public Gux(IFoo foo, IBar bar, IBiz biz)

{

Console.WriteLine("Gux(IFoo, IBar, IBaz)");

}

}

然后注册并获取IGux服务：

new ServiceCollection()

.AddTransient<IFoo, Foo>()

.AddTransient<IBar, Bar>()

.AddTransient<IBiz, Biz>()

.AddTransient<IGux, Gux>()

.BuildServiceProvider()

.GetService<IGux>();

输出：

Created: DependencyInjectionDemo.Foo

Created: DependencyInjectionDemo.Bar

Created: DependencyInjectionDemo.Biz

Created: DependencyInjectionDemo.Gux

Gux(IFoo, IBar, IBiz)

现在把构造函数public Gux(IFoo foo, IBar bar, IBiz biz) 改成：

public Gux(IFoo foo, IBiz biz)，同样运行上面的代码后，输出：

Unable to activate type 'DependencyInjectionDemo.Gux'. The following constructors are ambigious:

Void .ctor(DependencyInjectionDemo.IFoo, DependencyInjectionDemo.IBar)

Void .ctor(DependencyInjectionDemo.IFoo, DependencyInjectionDemo.IBiz)

6.服务的生命周期管理

前面说到注册服务时，可以以三种方式进行注册，具体的区别体现在后续服务实例的创建方式，以及它们的生命周期上面：

AddTransient方式注册的服务，由当前作用域的服务容器创建，每次获取都创建一个新的服务实例，它的生命周期由当前的作用域的服务容器维护；

AddScoped方式注册的服务，由当前作用域的服务容器创建，在相同作用域内获取到的是同一个服务实例，它的生命周期由当前作作用域的服务容器维护；

AddSingleton方式注册的服务，由根作用域的服务容器创建，每次获取到的都是同一个服务实例，它的生命周期由根作用域的服务容器维护；

首先解释作用域和服务容器的关系，到现在为止，我们的代码创建的IServiceProvider其实是在根作用域下的服务容器，但是它所在的根作用于域并没有一个实际的对象来表示，这个根作用域在整个应用程序期间一直存在。那么如何创建一个作用域呢？可以通过向服务容器IServiceProvider请求

IServiceScopeFactory类型的服务，继而用它创建一个根作用域下的一个子作用域：

IServiceProvider root = new ServiceCollection()

.BuildServiceProvider();

IServiceScope childScope = root.GetService<IServiceScopeFactory>().CreateScope();

其实IServiceScopeFactory是根服务容器内部注册的一个服务。通过IServiceScope我们可以得到和这个作用域对应的服务容器：

IServiceProvider child = childScope.ServiceProvider;

这样一来，两个服务容器root和child就具有了父子关系。同样，我们可以通过child来创建一个作用域和对应的服务容器：

IServiceScope grandsonScope = child.GetService<IServiceScopeFactory>().CreateScope();

IServiceProvider grandson = grandsonScope.ServiceProvider;

但是这里要注意的是，虽然从代码逻辑上来看，三个作用域和服务容器具有父，子，孙的关系，但是从物理上来说childScope和grandsonScope，以及child和grandson并没有父子关系，它们只和root及根作用域有父子关系，也就是说这里的层级关系只有2层，而不是3层。childScope和grandsonScope以及child和grandson是同级的。如下图所示：

![1](data:image/jpeg;base64,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)

下面演示作用域是如何管理服务生命周期的，我先用三种方式在根服务容器中注册服务：

IServiceProvider root = new ServiceCollection()

.AddTransient<IFoo, Foo>()

.AddScoped<IBar, Bar>()

.AddSingleton<IBiz, Biz>()

.BuildServiceProvider();

然后创建两个子作用域及其对应的服务容器：

IServiceScope childScope = root.GetService<IServiceScopeFactory>().CreateScope();

ServiceProvider child = childScope.ServiceProvider;

IServiceScope grandsonScope = child.GetService<IServiceScopeFactory>().CreateScope();

IServiceProvider grandson = grandsonScope.ServiceProvider;

首先测试以单例方式注册的服务：

IBiz biz1 = root.GetService<IBiz>();

IBiz biz2 = child.GetService<IBiz>();

IBiz biz3 = grandson.GetService<IBiz>();

Console.WriteLine($"biz1 == biz2: {biz1 == biz2}");

Console.WriteLine($"biz2 == biz3: {biz2 == biz3}");

上面代码输出：

Created: DependencyInjectionDemo.Biz

biz1 == biz2: True

biz2 == biz3: True

可见服务IBiz只在根容器请求的时候创建一次，后续无论在哪里请求都只返回同一个服务实例。

测试以Scope方式创建的服务：

IBar bar1 = root.GetService<IBar>();

IBar bar2 = child.GetService<IBar>();

IBar bar3 = grandson.GetService<IBar>();

IBar bar4 = grandson.GetService<IBar>();

Console.WriteLine($"bar1 == bar2: {bar1 == bar2}");

Console.WriteLine($"bar2 == bar3: {bar2 == bar3}");

Console.WriteLine($"bar1 == bar3: {bar1 == bar3}");

Console.WriteLine($"bar3 == bar4: {bar3 == bar4}");

上面代码输出：

Created: DependencyInjectionDemo.Bar

Created: DependencyInjectionDemo.Bar

Created: DependencyInjectionDemo.Bar

bar1 == bar2: False

bar2 == bar3: False

bar1 == bar3: False

bar3 == bar4: True

可见对于Scope方式创建的服务，在不同的作用域内是独立创建的，在同一个作用域内只创建一次，之后都返回同一个服务实例。

测试以Transient方式创建的服务：

IFoo foo1 = root.GetService<IFoo>();

IFoo foo2 = child.GetService<IFoo>();

IFoo foo3 = grandson.GetService<IFoo>();

IFoo foo4 = grandson.GetService<IFoo>();

Console.WriteLine($"foo1 == foo2: {foo1 == foo2}");

Console.WriteLine($"foo2 == foo3: {foo2 == foo3}");

Console.WriteLine($"foo1 == foo3: {foo1 == foo3}");

Console.WriteLine($"foo3 == foo4: {foo3 == foo4}");

上面的代码输出：

Created: DependencyInjectionDemo.Foo

Created: DependencyInjectionDemo.Foo

Created: DependencyInjectionDemo.Foo

Created: DependencyInjectionDemo.Foo

foo1 == foo2: False

foo2 == foo3: False

foo1 == foo3: False

foo3 == foo4: False

可见每次在请求服务的时候都会创建新的服务实例。

关于生命周期的管理，上面测试只说明了问题的一方面：创建。还有另一方面是：销毁。我们向服务容器获取到服务对象后，容器都有可能保持对服务的引用，除非我们及时地销毁服务容器（调用Dispose方法），进而销毁之前创建的服务对象，否则的话就要等到下一次垃圾回收，由垃圾回收器回收服务容器，这样对内存并不友好。

下面的情况服务容器会保持对服务对象的引用：

单例模式的服务在整个应用程序期间都由根服务容器保持对它的引用；

Scope模式的服务由当前当前作用域的服务容器保持对它的引用；

Transient模式的服务，如果服务实例实现了IDisposable，那么当前作用域的服务容器就会保持对它的引用，否则不会；

作用域的好处就是可以对服务的使用进行隔离和有效管理服务的生命周期，对于Scope模式的服务，我们可以在特定的作用域内创建并使用同一个，并不会和其他的代码产生冲突。对于Transient模式的服务，如果没有作用域，它就有可能被根作用域引用，结果就是它可能始终得不到回收，因为根服务容器的生命周期往往和应用程序的生命周期是相同的。所以下面总结了服务及容器的使用方式：

1. 如果服务是单例的，那么你应该明确它是线程安全的，并且它的生命周期和应用程序的生命周期是一致的；
2. 如果服务是以Scope方式注册的，那么应该在子作用域内进行创建和访问，否则它会以单例的形式一直存在根服务容器中；
3. 如果服务是以Transient方式注册的，并且服务实例实现了IDisposable，那么也应该在子作用域内创建和访问，否则创建的服务将始终被根服务容器引用，从而引起内存泄漏；

下面是创建子作用域进行服务访问的推荐代码：

using (IServiceScope childScope = root.GetService<IServiceScopeFactory>().CreateScope())

{

IServiceProvider child = childScope.ServiceProvider;

//...

}

如下代码：

IServiceProvider root = new ServiceCollection()

.AddTransient<IFoo, Foo>()

.AddScoped<IBar, Bar>()

.AddSingleton<IBiz, Biz>()

.BuildServiceProvider();

using (var scope = root.GetService<IServiceScopeFactory>().CreateScope())

{

var child = scope.ServiceProvider;

IFoo foo = child.GetService<IFoo>();

IBar bar = child.GetService<IBar>();

IBiz biz = child.GetService<IBiz>();

}

Created: DependencyInjectionDemo.Foo

Created: DependencyInjectionDemo.Bar

Created: DependencyInjectionDemo.Biz

Disposed: DependencyInjectionDemo.Foo

Disposed: DependencyInjectionDemo.Bar

看到IFoo和IBar都随着当前作用域scope的销毁而销毁，而IBiz因为是单例的，它的生命周期由根服务容器控制，所以并不受当前作用域的影响。